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Basics of Python programing through
Hydrology

You wanted to learn codding, but had no idea where and how to
start? Then this guide is exactly for you!

This script will help you getting started with Python programing with interesting
examples from Hydrology and Meteorology. It is meant to be both a simple
programming tutorial and a motivational letter with the goal of improving your skills.
My idea is that it's easier to understand some concept if you can visualize it, and
what is a better example than the weather or some daily phenomena we encounter
each day. ©

Chapter 1. - How to start programming with
Python?
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What is Python? According to it's creator, Guido van Rossum:

"high-level programming language, and its core design philosophy is all about code
readability and a syntax which allows programmers to express concepts in a few
lines of code."

First we will take a look how easily to setup an environment for Python programing,
and then some basic concepts where and how to start. First, what is an
environment?

According to a Quora question, "The environment is quite literally everything
installed on your machine which can affect either the development and or testing
of your application", it includes:

» editors/IDEs (software where u can write and/or run the code)
o compilers/interpreters

e operating system installed on your machine

e environment variables set on your machine

o extra libraries installed on your machine etc.

In an ideal case, the environment should be as simple as possible with only the
needed libraries installed, and only the versions of the compiler/interpreter that
you are using.

So, how we setup an environment? Well, in my opinion, it's best to download the
Anaconda (or Miniconda if you have limited space or and older PC). Simply by
following the guide on the website you get everything (and even more %) than you
need to start programming. Basically, after downloading Anaconda we install it as
any other application. After the installation is complete, we get the Anaconda
Navigator app. It's an easy to use interface where we can manage our programing
environments, install libraries, start an IDE etc.

Creating the environment

Before we start with programing, we will create an environment. We can do it two
ways: through the Navigator or through an Anaconda prompt.
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https://www.anaconda.com/
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The first way is through the Navigator. When we start the app in the left column we
select the "Environments" tab. As | have already have some environments, my list is
not empty. On a fresh install you only have the base environment. Second, you
select "create", we type in a name we like, i.e. "Learning_Python" and we select the
Python version we want, here we have selected Python 3.8.

The other way is through the Anaconda prompt.

First we run an Anaconda prompt, we can do it by searching for it in Start menu.
After prompted we need to enter following command:

conda create -n Python_Learning python=3.8

Conda create is the command to create a new environment, after -n we specify the
name, and we can choose the python version, if desired, here I've chosen version
3.8. When prompted, we type y to procced. Then we activate the new environment
by typing:

conda activate Python_Learning

We have now successfully activated out new python environment.
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My opinion is that you shouldn't care to much about the editor (or IDE) you are
going to use, since at this point, it's pretty much irrelevant. Everybody encountered
this situation, when you need to start with something new, | made the mistake of
to much thinking and researching what IDE to use, instead of just start typing code.
Believe me, when you get to the level that the IDE matters to you, you will figure
out by yourself which one to use, you certainly don't need me to tell you. =

For start let's stick with Jupyter Notebooks.

Jupyter Notebook

To learn the basic stuff | would suggest you to start with Jupyter Notebooks. It's
basically a web application that allows writing and running code from so called
code cells. First we will run Jupyter Notebooks. To do so we have two ways:
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First we select the new environment, then we install Jupyter, either Lab and
Notebooks, or just Notebooks. U can safely hit Notebook. (the lower left option)
After the installation is done, we just hit Launch under Jupyter Notebook. A new
tab opens up in our browser. To start a new notebook, we just select "New" in the
upper right corner, and "Python 3". This opens a new notebook in the next browser
tab.

Prompt
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To install the Notebook through the prompt, after creating the environment and
activating it, we type the following command:

conda install -c conda-forge notebook

We hit enter, the Y to accept and it's done.
We type:

jupyter notebook

A new tab opens up in our browser. To start a new notebook, we just select "New"
in the upper right corner, and "Python 3". This opens a new notebook in the next
browser tab.

: Jupyter (unsaved changes) Logout
change the notebook name

File Edit View Insert Cell Kemel Widgets Help Truste! | Kemel O

B|[+|[%[@[n][+] % [Han]u]c »change cell type

(= |

code cell

Now we can start to learn coding with Python '

The first command we will learn is called print. As the name suggests it's used to
print out, either a sentence or an variable for instance. Let's try it out! Type the
following in the first cell:

print("Today is a cold day!")

We run the cell by hitting: Shift+Enter, or by clicking either the “Play” button the
toolbar, or Cell, Run in the menu bar. The important thing here is that if we want to
print out a sentence (string) we need to use quotation marks. They mark the start
and the end of the string.

Last, but not least, it's worth mentioning, that in Jupyter Notebook, you can
change the type of each cell. It's great for using explanations, or divide your code
into chunks. To do so you select markdown option, and the cell turns in plain text
editor, like notepad++ or MS Word. We can type an explanation or subtitle of this
part of the notebook, and hit Shift+Enter.
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In [34]: print(“"Today is a cold day!")

Today is a cold day!

ETodaj,r we will learn something about meteorologyﬂ

Chapter 2. - Data Types

Strings

Before we continue we have to learn what types of data we can encounter in
Python.

Above I've already mentioned strings, it is basically a sequence of characters. We
can specify a string by using single ', or double " quotes. In cases of long strings,

over two or more lines we use triple quotes """.
Let's see some examples.

print('Rain is falling.')

print("It's cold outside.")

print("""If it's very cold outside, rain can freeze
and turn into sleet or snow.""")

In the second example we can see why we use double quotes. If we had used a
single quote, the ' in "it's" had finished our string and we had an error.

In [5]: |print{ 'It's cold outside’)

File "<ipython-input-5-61e54fb879c@>", line 1
print('It's cold outside')

SyntaxError: invalid syntax

This is our first error, many more will come. 2

Numbers

There are three types of numbers in Python: integers, floating point and complex
numbers.

In Python there is no need to define the variable type a priori, and it is allowed to
even change the data type later in the program, wherever needed.
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Here we how to print multiple variables, and the type function, which is used to
return the type of a variable.

In [1]: |a
b

Lo

-5

print(type(a), type(b))

<class ‘'int'» <class ‘float'>»

INTegers (whole numbers) are used for indexing (more on that later) the arrays
(vector, matrix), for counting etc. FLOATSs (floating point) are decimal numbers.

Variables

So what is a variable? Well, it's a container for storing data values (integers, strings,
etc). It's created the moment you first assign a value to it. Similar like in basic math,
when we say that: X equals 10

X = 10
weather = "sunny"

We declared that the variable x equals to 10. In Python we also can declare that a
variable equals a word (string). Above we declared that the variable weather
contains the string sunny.

When defining variables, some "unwritten" rules have to be followed. It's a good
practice to select a meaningful name, and to document for what this variable is
being used for.

The name can be of arbitrary length, should start with a letter, and can contain
numbers as well. If we use a variable name with multiple words, we use
underscores _. You can see an example under Lists.

Also, some of the keywords are reserved by Python, i.e., class, def, dict, or some
predefined function like print or sum etc, using those should and have to be
avoided.

Chapter 3. - Data structures

Data structures are objects that can hold more than one data entries in it. Some
examples in Python are: lists, tuples, dictionaries and sets.

Lists
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Lists are used for saving larger collections of data. List items are ordered, mutable
(changeable), and allow duplicate values. Like i.e. a list of strings, week days or a
list of floats (snow depth in centimeters), measurements of daily snow depth
during a week, so that means seven entries.

days_of_week = ["Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"]
daily_snow_depth = [4.5, 4.5, 4.6, 4.7, 4.9, 5.4, 6.2, 6.9]

print (daily_snow_depth)
print (days_of_week)

To declare a list in Python we use square brackets [1, and divide the entries with
commas. Lists are also dynamic, which means we can add items later on if we like.

To access an item in the list we use indexing. The indices in Python start with 0. So
to access let's say the 3rd item in an list we use the number 2 as index. The index
is placed inside square brackets:

In [18]: print (days_of week[2])

liednesday

We can also access the indexes backwards, from last to the first one. In that case,
we start from -1, to access the last item, -2 second last and so on.

To add an item to a list () we use the .append() method, as follows:

daily_snow_depth.append(7.5)

As the method suggests, it adds the new item to the last place in the list.

However, if we want to add an item to a specific place, we need to use the .insert()
method. First we specify the index, then the value we want to add:

In [38]: daily snow height.insert(4, 58)
print (daily snow_height)

[4.5, 4.5, 4.6, 4.7, 58, 4.9, 5.4, 6.2]

However, when inserting backwards, the indices start with -1, and it means insertin
the new value to second last place. If we wan to to add to the last place, we use
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the above shown .append() method.

To replace an item in the list we specify the desired index, and declare the new
value as follows:

In [33]: daily snow height[4] = 14.8
print (daily snow height)

[4.5, 4.5, 4.6, 4.7, 14.8, 4.9, 5.4, 6.2]

Replacing works also backwards, and here the -1 index means the last place, as it
was when accessing items in the list.

Dictionaries

Dictionaries, are similar to lists, they have indices, but they can be of any type.
Tuples are mutable, but unordered and do not allow duplicates. Meaning, they can
be changed later, data can be added or removed. Here's an example:

snow_depths = {"Monday":4.5, "Tuesday":4.5, "Wednesday":4.6,
"Thursday":4.7, "Friday":4.9, "Saturday":5.4, "Sunday":6.2}

print(snow_depths["Wednesday"])

Often the keys are used as names, for instance, a dictionary could be used to store
snow depth on a certain day. Here, I've created a dictionary called snow_depths, it
is used to store the measured snow depth on each day for one week.

To declare a dictionary we use curly brackets {}. First we enter the key, followed by
a semicolon : and then its value.

Example: "Monday": 4.5

Here, the name of the day, Monday, is a string, so we need to use quotation marks

To print out the snow depth on Wednesday, instead of the index like for lists, we
enter the key (Wednesday) and the function prints the value.

Tuples

A tuple is a immutable (unchangeable) and ordered sequence of values. This
means that when created (defined), we cannot change the values, or add new
ones to the tuple. A common case for using tuples are geographic coordinates of a
meteorological measuring station.
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meteo_loc = (46.28277778, 16.36388889)

print (meteo_loc)

Here we defined a tuple that contain geographical latitude and longitude of a
gauging station.

As mentioned, adding new items to the tuple is not possible.

In [23]: |meteo loc[2] = 45

TypeError Traceback (most recent call last)
<ipython-input-23-383ff5c53cea> in
----> 1 meteo_loc[2] = 45

TypeError: 'tuple’ object does not support item assignment

Similar results are shown when trying to remove an item from a tuple.

Chapter 4. - Operators

Arithmetic operators

Arithmetic operators are used for basic mathematical operations, i.e. addition,
subtraction, multiplication, division, modulo operation (modulus), exponentiation
and floor division.

Let's start with addition. Its operator is the plus sign +. It adds the numbers on
either side of the sign.

Subtraction is done using the minus sign -. It subtracts the right hand operand
from left hand operand.
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Multiplication is done using the asterisk sign *. It multiplies values on either side of
the operator.

In [

L
[
o
*
Lt

Out[5]: 12

Division is done using the using the forward slash operator /. It divides the left
hand operand by right hand operand. It's important to note that even when two
integers are divided, the operation returns a float.

In [B6]: |4 f 3
Out[6]: 1.3333333333333333
In [13]: print (type(4/3))

<class "float':»

The modulo operation, or modulus divides left hand operand by right hand operand
and returns remainder. It's done using the percent sign %.

In [7]: |4 % 3

Out[7]: 1

Exponentiation or power operation, performs exponential (power) calculation on
operators. It can be thought of as repeated multiplication. It's done suing two
asterisk signs **,

In [8]: |4 ** 3

Out[8]: a4

Last but not least, we have floor division. It's a division of operands where the
result is the quotient in which the digits after the decimal point are removed.

In [9]: |4 // 3

out[9]: 1
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However, if one of the operands is negative, the result is floored, i.e., rounded
away from zero (towards negative infinity).

In [14]: |4 f/ -3

All these examples, can also be done using variables. Here's an example for
multiplication.

[}
[%a}

In [11]: |a

In [12]: |a * b

Out[12]: 1@

Now we covered the basic of arithmetic operators, we will meet them later, in more
complex operations. But let's now see another important group of operators.

Comparison Operators

As the name suggests, they compare the values on either sides of them and
decide the relation among them. They are also called Relational operators. They
return a boolean value, or in other words, true or false. Let's jump into some
examples. We will use variables now, a will hold 14 and b will hold 23.

The equal operator checks if the two variables (or numbers) are equal. Its checked
by using two equal signs ==.

If the values of two operands are equal, then the condition becomes true. Since a
and b are not equal it returns the boolean value False. That means that the not
equal operator should return True. It's checked by using an exclamation mark and
equal sign !=.
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To check if a is bigger than b we use the greater than operator >. Tt checks If the
value of left operand is greater than the value of right operand, then condition
becomes true.

In [22]: la » b

Out[22]: False

Since a is not greater, it returns False.

To prove that a is smaller than b, let's use the less than operator <. It if the value
of left operand is less than the value of right operand, then condition becomes
True.

Since 14 is lower than 23, it returns True.

In addition to greater than and less than, there are greater than or equal to and
less than or equal to operators, checked with >= or <= signs, respectively. Greater
than or equal to returns True If the value of left operand is greater than or equal to
the value of right operand.

In [24]: |a »= b

Out[24]: False

If the left hand operand is smaller than right hand operand the less than or equal
to, returns true.

Comparison operators will often be used to check if certain conditions are met, for
example in loops which will be covered later.

Python Summer School
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Assignment Operators

Assignment operators are used in cases where we want assign a value to a
variable. We have already encountered the first assignment operator, the equal
sign =. It is used when a constant (value) is assigned to a variable.

14
23

In [15]: |a
b

Or we want to assign the sum of two variables, a and b, to a new variable, c.

In [28]:  c = a+b
print (c)

37

Or, shorter written.

In [28]: c += a
# equal to: c =c +a
print (c)

51

Similarly, we can do any other arithmetic operation mentioned above, combined
with an assignment, subtraction, multiplication, division, modulo, exponentiation
and/or floor division. Only multiplication is presented, but any other can be done
following the example.

In [31]: |c *= a
# equal to: c =c *a
print (c)

518

All the mentioned operation, take the left operand, add, subtract, multiply... it with
the right operand, and assign the result to the left operand.

Logical Operators

Logical operators are used in cases where we want to combine conditional
statements. l.e., we want to check if two or more conditions are met. There are
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three logical operators, and, or and not.

The and operator returns True, if all checked conditions are True. If just one
condition is not met, it will return False.

=i
=

—
ey
L

—
o

[}

14
23

o
]

In [46]: |a » 18 and b > 28

Out[46]: True

The or operator, will return True, if at least one checked condition is True. It will
only return False, when none of the conditions is met.

In [47]: 'a < 18 or b < 15

Out[47]: False

Here, both conditions are False, hence the or operator returned False.

The not operator returns True if all conditions are False, or it returns False, if all
conditions are True. Or easily, we can think of it, if we wanted the opposite of the
and operator.

In [49]: not(a < 18 and b < 15)

Out[42]: True

There are a lot more combinations possible, and | highly encourage you to try them
by yourself, since it sometimes can get confusing, and the best way is to try it out.

Bitwise Operators

Bitwise operators are used when we want to compare numbers on the binary level.
The integers are first converted to binary format and then the selected operation is
performed bit by bit. The result is returned in decimal format. The bitwise
operators are & (and), | (or), ~ (xor), ~ (not), << (zero fill left shift) and >> (signed
right shift).

Bitwise and (&) sets the bit to 1 if both bits are 1. It will be clear, when we see an
example.
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In [56]:

23
25

a
b

print (bin (a))
print (bin (b})

BH1B111
Bh11681

Binary value of 23 is 10111, while the binary value of 25 is 11001. So if we position
these two binary values one on top of other, we see that the first and last bit are

for both numbers, 1.

In [58]:

print (a & b)
print (bin{a & b))

17
Bbleeal

It's important to notice that a bitwise operation returns a decimal value, of the
result. And decimal value of the binary 10001 is 17.

Similarly as the logical or, the bitwise or (|) returns a 1if at least one of the values is
1. Again, if we look at the binary values of 23 and 25, 10111 and 11001, respectively,
we see that, a at least one 1 appears on each position (each bit). And the decimal

value of the binary 11111 is 31.

In [B8]:

print (a | b)
print (bin{a | b))
31

8b11111

The logical XOR operator (*) copies the bit, if it's set in one operand, but not both.
It's somewhat similar to bitwise or, but in case of both bits being 1, it will not

activate and set the result to 1.

In [61]:

print (a * b)
print (bin{a ~ b))

14
8bl11e

The first bit is not printed, since it is zero (0). So the result is basically 01110.

Python Summer School
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Membership operators

Membership operators test for membership in a sequence, such as strings, lists, or
tuples. l.e., if our goal is to test if a element is contained in a list, tuple or string.
There are two identity operators, in and not in.

IN evaluates if the variable is contained in the desired sequence, string, list,

dictionary...
In [4]: |x = "The weather is nice”
y = {"Air temperature”: 32.8, "Humidity": 86, "Precipitation™: 3}
In [5]: |print ("w" in x)

print ("nice" in x)
print ("prec” in x)

True
True
False

In [&]: | print ("weather"” in y)
print ("Air temperature” in y)
print (32.8 in y)

False
True
False

Similarly, we use not in, which return True is the variable IS NOT in the sequence,
and False if the variable IS IN the sequence.

In [9]: |print ("rain” not in x)
print (“"weather” not in x)

True
False
In [18]:  print ("Humidity™ not in y)
print ("Precip” not in y)
False
True
Identity Operators

Identity operators compare the memory locations of certain object, meaning they
do not test if the two object are equal in value, or size, moreover they test if two
objects have same location in the memory. The identity operators are is and is not.

Python Summer School

17



IS returns True if the objects on the left and right of the operator point to the same
object in memory.

In [14]: |(x1 = &
¥l =5
x2 = "Air_temperature"
y2 = "Air temperature”
¥3 = ["rain”, "snow", “sleet™, "hail™]
y3 = ["rain”, "snow", “sleet”, "hail"]

In [16]: print (x1 is not y1)
print (x2 is y2)
print (x3 is y3)

False
True
False

Since list are mutable objects, meaning, elements can be added, or elements can
be removed from the list using the assignment statement. the examples x1, y1 and
X2, y2 contain integers and string, respectively, which are immutable, meaning they
once assigned, can not be changed, therefore they also share the same place in
the memory.

Chapter 5. - Control flow

Introduction

First and foremost, what is Control Flow? Well, in simple terms it is the order in
which certain operations are executed. Let's take a simple example, say we want to
measure the air temperature outside. What do we need to do? First we take the
thermometer, then we open the door, we go outside, we close the door, we find a
place in the shadow, we measure the temperature, we write it down, etc.

Similar, in programming, if we want to do a specific task or operation, we need to
do simple smaller steps. These steps can for example include decision making or
repetition of a task for a given number of times.

Let's say we wanted a script that according to some criterion executes differently,
for example, if we measured the air temperature is 3°C it prints out "It's cold
outside", but if it's 21°C it prints out "It's warm outside". In this case, some
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condition is checked, and according to the condition, a task is executed (a certain
statement is printed out).

Or let's say we wanted to convert the measured air temperature on each weekday
in degrees Celsius to Fahrenheit. Then we need a script that takes the measured
temperature on each weekday and executes the following the formula:

(°C*1.8) + 32 =°F

This means we do a similar task for a known number of times, precisely seven
times. We take seven numbers and multiple each by 1.8 and add 32 to it.

Let's now see some of the examples in more detail and with code provided. <

Conditionals or Conditional statements

Conditional statements, or often called if-then statements, allow us to execute a
piece of code depending on some condition (Boolean condition).

Conditional statements in Python are:
e Simple if
o if-else
e nested if
o if-elif-else
The keywords (symbols) to apply a conditional statement are if, elif, else and a

colon (:). It's important to indent the new line after a colon.

Simple if statement:

Let's visualize the simplest case.
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If condition is
True

Conditional

Code

If the if statement expression evaluates to True, then the indented code following
the statement is executed. If the expression evaluates to False then the indented
code following the if statement is skipped and the program executes the next line
of code which is indented at the same level as the if statement.

In [1]: |x = 18
if x » 5:
print ("X is greater than 5!")

X is greater than 5!

We declare the variable x to be 10. We check if x is greater than 5, since this
statement is True (10 > 5), the print command get's executed, and the sentence "X
is greater than 5!" is printed out.

What about the case when this statement is not True? Then, this script would do
nothing.

If we wanted a script that does something when the statement is False we need to
modify it a little.

if-else statement

As mentioned above, this statement allows us to add a second possibility to the
script, what to do when the condition is False.

Let's visualize this case.
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If condition is
False

If condition is
True

Conditional Conditional
Code Code

The indented code for the if statement is executed if the expression evaluates to
True. The indented code immediately following the else is executed only if the
expression evaluates to False. To mark the end of the else block, the code must be
unindented to the same level as the starting if line.

In [4]: |air_temp = 11

if air_temp > 15:
print ("It's warm outside. You don't need a jacket!")
else:

print ("It's fresh outside, you better take a jacket.™)

It's fresh outside, you better take a jacket.

The above code checks if the entered temperature is above 15, if the statement is
True, it prints out that we don't need a jacket, but if the air temperature is bellow
15, the script suggests to take a jacket.

Now we know that if it's above 15 °C we don't need a jacket, but what shirt to take,
short or long sleeved? In order to answer this question with our script we need to
use a nested if statement.

nested if statement

Basically that's an if statement inside an another if statement. Let's see is
visualized, to get a better understanding.
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If condition 1 If condition 1

is True is False

Conditional
Code

Conditional
Code

If condition 2 If condition 2
is True is False

Conditional
Code

Conditional
Code

In [12]: | air _temp = 22

if air_temp > 15:
print ("It's warm outside. You don't need a jacket!™)
if air temp <= 28:
print ("Take a long slesved shirt!")
else:
print(“Take a short slesved shirt!")
else:
print ("It's fresh outside, you better take a jacket.")

It's warm outside. You don't need a jacket!
Take a short sleeved shirt!

As before, the code checks if the air temperature is above 15°C, if the statement is
True, it suggests that we don't need a jacket. Next it checks if it's bellow or equal
to 20°C, if that's True, it suggests a long sleeved shirt. If that's False, so it's
warmer than 20°C, it suggests a short sleeved shirt.

This example can also be solved using a if-elif-else statement. Let's see how.

if-elif-else statement
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The elif keyword can be thought as else if, we used it if we want a more distinct
division between if and else. The Python elif statement allows for continued
checks to be performed after an initial if statement. An elif statement differs from
the else statement because another expression is provided to be checked, just as
with the initial if statement.

if condition

If condition
is False

If condition
is True

Conditional
Code

elif condition
is False

Conditional Conditional
Code Code

If the expression is True, the indented code following the elif gets executed. If the
expression evaluates to False, the code can continue to an optional else
statement. Multiple elif statements can be used following an initial if to perform a
series of checks. Once an elif expression evaluates to True, no further elif or the
else statement is being executed.

elif condition
is True

In [13]: |air_temp = 22

if air_temp < 15:
print ("It's fresh outside, you better take a jacket.")
elif air temp <= 28:
print ("It's warm outside. You don't need a jacket!")
print ("Take a long sleeved shirt!"™)
else:
print ("It's warm outside. You don't need a jacket!")
print(“Take a short sleeved shirt!"™)

It's warm outside. You don't need a jacket!
Take a short sleeved shirt!

The code first checks if the air temperature is bellow 15°C, if True, it suggests
taking a jacket. If False, it checks if it's bellow or equal to 20°C, if True, it suggests
a long sleeved shirt. If both statements are False, the else statement gets
executed, and it suggests taking a short sleeved shirt.
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Loops

Or often referred as repetition statements, are used to repeat a block of
instructions. In Python, there are two types of loops:

o forloops

e while loops

for loops

For loops are used when we iterate over a sequence of data, i.e. a list, tuple,
dictionary, string etc. They are used when we iterate for a known (or desired)
number of times, since we know how many elements there are in a list or string.
The keywords to apply a for loop are for and in.

REPEAT
Is it the last
item?

IF True

IF False

A 4
EXECUTE

This visualization shows a simple for loop workflow. We initialize a sequence (list,
string, tuple...), the loop checks if the item is the last, if True the loop stops, if
False the code gets executed and the loop repeats on next item in the sequence.
Until the code gets executed for the last item, the loop will repeat itself.

Let's see an example. We will calculate air temperature in Fahrenheit for an week of
Celsius degrees measurements. Therefore we declare a python dictionary which
holds the weekday as key and the measured daily air temperature as value.
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In [28]:  air_temps = {"Monday": 16.4,
"Tuesday”: 17.3,
"Wednesday": 17.2,
"Thursday”: 14.5,
"Friday": 18.9,
"Saturday”: 28.1,
"Sunday": 28.4}

for k, v in air_temps.items():
temp f = (v * 1.8 ) + 32
print ("The air temperature on {} was {:.2f}°F.".format(k, temp f))

The air tempsrature on Monday was 61.52°F.
The air temperature on Tussday was 63.14°F.
The air tempsrature on Wednesday was 62.96°F.
The air temperature on Thursday was 58.18°F.
The air temperature on Friday was 66.82°F.
The air temperaturse on Saturday was 68.18°F.
The air temperature on Sunday was BB.72°F.

When we loop over a dictionary we use the .items() method, which returns the k
(key) and v (value). Next, we create a new variable called temp_f which holds the
calculated temperature in °F. To print out the calculated temperatures we use the
string format method. This method converts the given variable to a string and
allows us to use it in a sentence. We have to use curly braces {} on the wanted
location in the sentence.

"The air temperature on {} was {:.2f}°F."

After the sentence (string), notice the quotation marks, we apply the .format ()
method. We provide the variables we want to print out in the sentence, in this
case, the k (weekday) and temp_f (calculated temperature in Fahrenheit). The
:.2f means we convert the calculated value (float) to a string, with 2 decimal places
after the decimal point. Check the official sites for more insights.

format(k, temp_f)

The great thing about loops is, we need to do this once, but the loop will repeat for
each weekday and execute the wanted task.

while loops

In Python, while loops are used to iterate until a certain condition is satisfied.
Basically, the loop is executed as many times as the condition remains True. when
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if becomes False, the loop stops. Let's clarify this statement with a simple
visualization.

—>

Is the expresion
True?

IF False

\ 4

EXECUTE
Code

STOP

A simple while loop works as follows. The argument gets evaluated, according to a

expression, the code gets executed until the argument is evaluated as True. When
it becomes False, the loop stops.

M VERY IMPORTANT: In every step of the while loop we need to change the
argument in order to avoid an endless loop.

Let's see an example with counting days.
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In [37]: |day = 1
while day <= B8:
print{day)
day += 1

[ BN I T T S Wy ¥

We start with day equal to one. The argument (value of the variable day) is
checked if it's lower or equal to eight, if True, it gets printed out. After printing we
increase the value of the variable day by one to avoid an endless loop. If we
hadn't increased day by one in each loop, the variable day would have stayed
equal to one, and so less than eight and the loop would have been endless.

Controlling loops with Breaks and Continues

The break and continue statements help us fine tune our loops and their
execution.

e The break statement breaks-out of the loop entirely

e The continue statement skips the remainder of the current loop, and goes to
the next iteration

Both of them can be used in both for and while loops.

break statement

The break statement is used in situations where we want to break out of the loop,
even if the condition has not become False or we have iterated over the entire
sequence. Also, if break is used, any following else blocks are not executed.
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Conditional
Code

True

Let's take a simple example with our air temp measurements in a week. Let's say

we want to stop printing out temperature values, if the air temperature is equal to
or higher than 18°C.

In [42]: |air_temps = {"Monday": 16.4,

for

The
The
The
The

"Tuesday": 17.3,
"Wednesday": 17.2,
"Thursday": 14.5,
"Friday": 18.9,
"Saturday”: 28.1,
"Sunday”: 28.4}

k, v in air_temps.items():
if v »= 18:
break
print ("The air temperature on {} was {:.1f}°C.".format(k, v))

air temperature on Monday was 16.4%C.
air temperature on Tuesday was 17.3°C.
air temperature on Wednesday was 17.2°%C.
air temperature on Thursday was 14.5°C.

The code prints out temperature values, when we reach Friday, with a temperature
of 18.9°C, the loop breaks, and stops.

Continue statement

The continue statement is somewhat similar to the break statement, but instead of
breaking the loop, it will start the next iteration. Let's see the visualization, to get a
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clearer understanding.

Conditional
Code

Continue

Let's say we have a case where we want to print out temperatures but exclude
those that are lower than 15°C. This would mean, we print out all except the values
for Thursday. For such a task we would use a continue statement. So we loop
through the dictionary, and when we reach a temperature that is lower than 15°C,
the continue statement is activated, and it avoids the execution of the print
statement, instead, it jumps to the next iteration. Let's se the code.
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In [47]:  air_temps = {"Monday": 16.4,
"Tuesday": 17.3,
"Wednesday™": 17.2,
"Thursday”: 14.5,
"Friday": 18.9,
"Saturday”: 28.1,
"Sunday”: 28.4}

for k, v in air temps.items():
if v < 15:
continue
print ("The air temperature on {} was {:.1f}°C.".format(k, v))

The air temperature on Monday was 16.4°C.
The air temperature on Tuesday was 17.3°C.
The air temperature on Wednesday was 17.2°C.
The air temperature on Friday was 18.8°C.
The air temperature on Saturday was 28.1°C.
The air temperature on Sunday was 28.4°C.

The continue statement is great for discarding or excluding tasks, where our goal is
to avoid a value, group of values or a certain condition.

Chapter 6. - Numpy

Why to use Numpy? When printed, a Python list of integers or floats, looks exactly
the same as a Numpy ndarray. Both can do mathematic operations on a bunch of
numbers, both can do statistical calculations and comparisons can go on... So you
could think Numpy is just a mathematical library with similar functionality as lists,
but is it? Let me explain...

The data in Numpy arrays is of homogeneous type, meaning all the data in an array
is of same type, while lists are just pointers to objects, even though all the data is
of the same type. As a consequence, the Numpy arrays use much less memory
than regular lists. Also, most of the Numpy operations is implemented in the C
language, meaning, the cost of Python loops and dynamic checking of the data
type is avoided. This, yields a significant increase in processing speed when
comparing Numpy to a Python list.

More often than one we encounter large datasets with tens of thousands rows of
data, just think of hourly air temperature measurements for a county or region
since the measurements beginning in this region. If your weather service is
measuring hourly air temperature for last 50 years, that's more that 400 000 rows
of data, just for one station.

How to install Numpy?
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Well, if using Anaconda, Numpy is preinstalled in the base environment. However,
more often than not, it's good practice to create new environments for new
projects. TO install Numpy, we run an Anaconda prompt and type:

conda install numpy
or

conda install -c anaconda numpy

If pip is being used, Numpy can be installed by typing:

pip install numpy

How to import Numpy?

When importing certain libraries, including Numpy, we follow a convention,
basically this means we use well established abbreviations for libraries. In the case
of Numpy we use "np".

import numpy as np

The goal is that our code is reproducible, and every Python programmer in the
World, knows what the following line does:

a = np.array([3,4])

Congrats, if you have imported Numpy, and used the above command, you have
successfully created your first Numpy array. Let's see what happens if we print it
out.

Print gives us something that looks like a list, but it's not. When we check the type
we see that's a "numpy.ndarray".

In [9]: |2 = np.array([3,4])

print (a)
print (type(a))

[3 4]
<class “numpy.ndarray’>
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Vectors?

In the example we saw how we can create an 1-dimensional array. If you remember
vectors from Math, well a 1-dimensional Numpy array is basically a vector. Since
we gave two numbers, 3 and 4, this vector lies in the 2-dimensional space
(geometric plane). It's same as in math when you had a vector:

v= 3i + 4j

In Computer Science, vectors are just lists, where the length of the list (in our case,
2) is the number of dimensions of the vector. And in Data Science terms, a vector
represents one or multiple features of and object. Think of meteorological
measurements on Monday, you could measure air temperature, precipitation, wind
speed, snow depth, etc. To learn more about vectors, | highly recommend this_
video by 3Blue1Brown.

Creating arrays

Above we already saw how to create a simple 1-D array in Numpy. Often, our data
comes in more dimensions, we have multiple features (like above), but also have
measurements for multiple days in the week. In this case, we need to add a second
dimension to our arrays. Let's see some 2-D arrays.

In [25]: | weather data = np.array([[13.4, 8.3, 1.6, 8], [14.8, @&., 1.1, &]1])

weather data

Out[25]: array([[13.4, 8.3,
[14.8, @. ,

=
= o
.
m
-

.
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To create a 2-D array, we provide a list, containing two lists. Think of this array as
measurements on Monday (first list/row) and Tuesday (second row/list) where 1st
column is air temperature, 2nd column precipitation, 3rd column wind speed and
4th column snow depth. The excel screenshot should clarify things.

A B C D E
1 T_air P WS sD
2 |Monday 134 0.3 1.6 0
3 |Tuseday 14.8 0 1.1 0
4

Numpy also provides some useful functions to create arrays of zeros or ones. Try
out the following commands by yourself, and print out the results.

zeros = np.zeros([2,3])

ones = np.ones([3,4])

To demonstrate how to get the number of dimensions of your newly created array,
| will use the np.ones function together with the ndim attribute.

ones = np.ones([2,3,4,5])
ones.ndim

4

So, our array has four dimensions, but how does a 4-dimensional array look like?
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In [67]: print (ones)
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11]

If we take a closer look, we can determine the number of dimension if we count the
square brackets on the start or the end of the array also, a handy hack =

Another useful method is arange. It is used to get an evenly spaced array. We
need to specify the end number (int or float).

range_a = np.arange(7)
range_a

array([o, 1, 2, 3, 4, 5, 6])

Numpy then assumes that starting point is zero. We can also provide the starting
and ending point.

range_b = np.arange(7.,12.)
range_b

array([ 7., 8., 9., 10., 11.])
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And, we can specify the step as follows:

range_c = np.arange(7,12,2)
range_c

array([ 7, 9, 11])

Similarly, with the method linspace we can create an array, but instead of the step,
linspace takes the number of elements in the array. Here we create an array with
five elements between 7 and 12. Also, contrary to np.arange and most of Python
methods, the last number (ending number) here is including.

range_d = np.linspace(7,12,5)
range_d

array([ 7. , 8.25, 9.5, 10.75, 12. 1])

Shape and Reshape

Before, we checked how many dimensions (or axes) our ones array had. But what if
we are interested in how many elements are in each of the dimensions? The shape
attribute comes in handy. Since we have 4 dimension, we get a tuple of 4 numbers.

In [69]: ones.shape

out[69]: (2, 3, 4, 5)
To count the number of elements in the whole array we use the size attribute.

In [78]: ones.size

out[78]: 120

In order to change the shape of an array, we use the .reshape() method. Care has
to be taken though, the newly reshaped array has to be of same size as the old
one. Let me explain..
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In [77]:  zeros_new = zeros.reshape(3,2)
print (zeros, zeros.shape)
print{zeros_new, zeros new.shape)

[[e. e. @.]
[6. 8. 8.]] (2, 3)
[[e. o.]
[6. @.]

[e. e.]] (3, 2)

The original zeros array had the shape of (2, 3), and we can reshape it into (3,2),
(6, 1) or (1,6), since it has a size of 6 elements. | shall mention, that in case of
reshaping it to (6, 1) or (1, 6) we change the number of dimensions, from a 2-D
array, to a 1-D array, but as long we take care of the array size, we are on the safe
side.

A handy "shortcut" to a 1-D array are the flatten() and ravel() methods. The
difference is that flatten creates a 1-D copy of the original array, while ravel
creates a reference to the original array. So, using ravel() has the consequence that
changing for example some of the data in the newly created array while also
change the data in the original array.

The usage depends on the specific task, most of the time I've used the flatten()
method.

In [79]: ones flat = ones.flatten()
print (ones.shape)
print (ones_flat.shape)

(2, 3, 4, 5)
(120,)

Last but not least, let's not forget the transpose() method. This method simply
swaps the rows and columns of an array.

In [85]: zeros_transposed = zeros.T
print (zeros_transposed, zeros_transposed.shape)

[[e. o.]
[6. @.]

[e. e.]] (3, 2)

In this case, the result is same as before with reshape. In case of a
multidimensional array, all dimensions get swapped, let's see.
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In [87]: ones_transposed = ones.T
print (ones_transposed.shape)

(5, 4, 3, 2)

Accessing elements and slicing an Array

Until now, we saw how to create, find proportions and reshape or flatten an array.
Let's turn our focus now on data extraction from an array using indexing and
slicing. To slice an array means to access it's elements by providing the desired
elements index.

The default syntax of slicing involves the array name and square brackets, like for
Python lists, as follows:

array_name(start_index : end_index : step_size]

In [32]: hourly air _temp = [®, 1, 1, 2, 3, 3, 4, 6, 7, 9, 9, 18,
12, 14, 16, 16, 14, 11, 9, 8, 7, 4, 3, 2]

print ("Temperature very 2 hours - afternoon:”, hourly air temp[11:28:2])

Temperature very 2 hours - afternoon: [18, 14, 15, 11, 8]

In our array the temperature measurements start from 1:00. To clarify the things,
we printed out hourly temperatures at 12:00, 14:00, 16:00, 18:00 and 20:00.

If we don't define the step size, every element in the specified range get returned.
For example if we need the hourly temperatures from 7:00 to 12:00.

In [35]: print ("Temperatures from 7:88 to 12:80 - morning:", hourly air_temp[6:12])

Temperatures from 7:88 to 12:88 - morning: [4, 6, 7, 9, 9, 18]

As usual in Lists, so in Numpy also, the start_index is including, while the
end_index is not including. Also, the first index in an array is always zero. So to
access the temperature at 7:00, we input 6-th index. And since we need the
measurements until 12 (which is at index no. 11), we provided 12th index (it's
excluding).

Slicing 2-D arrays

When slicing a 2-D array, we need to specify the row and column of the element
we desire. It can be a little tricky at first, but when tried on few examples, it's soon
gets really easy.
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The syntax to slice a 2-D array is as follows:

array_namel[row_start_index : row_end_index : row_step_size,
column_start_index : column_end_index :
column_step_size]

To see how slicing a 2-D array works, | will first extend our weather_data array to a
full week, so we shall get an array of shape (7,4).

In [39]: weather data = np.array([[13.
[14.
[14.
[13.
[15.
[15.8
[16.4

-
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weather data.shape

Out[39]: (7, 4)

Let's say we want to know the weekly precipitation. So we need to slice out all
rows, and the 2nd column.

In [46]: weekly precip = weather data[:,1]
weekly precip

Out[46]: array([e.3, @. , @.1, 8.6, 8. , @. , 8. ])

In this case, to select all the rows we use a colon sign (:). To select the 2nd column
we use the index value of 1 (remember, indices start from zero).

Feel free to try out other possibilities, | would compare slicing with integrals in
Math, there are certain rules to follow, but practice makes perfect.

Negative slicing is also allowed, and works in same manner as with python lists.
The last item in an array has the index of -1.

“Finding" data in an array

Another way of finding data in an array is by using a very popular function inside of
Numpy, np.where(). The function returns the indices of elements that meet a
condition. Commonly, it's used when finding elements that are greater, equal or
less then a number. The basic syntax of np.where() is as follows:

np.where(condition [, X, y])
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x and y are parameters which can be used to replace the value in the array that
meets the given condition. Either we don't provide x, y (we just need to find
indices or values that meet the condition), or we provide both x, y then the values
at the found index get changed by x if True, or y if condition is False. Very similar
like IF() function in MS Excel.

Let's say we want to print out the indices of days that were warmer than 14.5
degress °C.

In [6]: | print ("Warmer then 14.5 °C: ", np.where({weather data[:,8] » 14.5))

Warmer then 14.5 °C: (array([1l, 2, 4, 5, 6], dtype=int64)},)

We have two important things here: firstly, we use the above learned slicing to
select the first column (all rows, since we search all weekdays), and then we set
the condition > 14.5.

Let's say we want to convert all temperature values greater than 14.5 to Fahrenheit
degrees, and store the resulting array to the variable weather_b.

In [11]: weather_b = np.where(weather data[:,8] » 14.5, weather_data[:,8]*1.8+32, weather_data[:,8])

weather b

Out[11]: array([13.4 , 58.64, 58.82, 13.2 , 60.26, 60.44, 61.52])

Again, we first provide a condition ( >14.5 °C), then we give what value (multiply
the value by 1.8 and add 32) to use if True, and what value (use the existing value)
to use if False. Notice, that we always slice the array, since we work only on the
first column.

We can now create a new array called weather_f (identical to weather_data) but
the temperature values will be replaced with values in Fahrenheits.

In [12]: weather f = weather data.copy()
weather f[:,8] = weather b
weather f

Qut[19]: array([[13.4 ,
[58.64,
[58.82,
[13.2 ,
[60.26,
[60.44,
[61.52,
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First, we make a copy of weather_data (remember flatten() and ravel() methods ),
to avoid changes in original weather_data array, and then we slice the new
weather_f (first column), and replace the values with the ones calculated in
weather_b.

Maths and Statistics with Numpy

Finally we've come to my favorite part of Numpy, mathematical and statistical
operations. This is in my eyes what makes Numpy so great, and superior to same
operations with common lists. It's the simplicity and speed advantage when

dealing with a great amount of numerical data. Let's first take a look to
mathematical operations. | will provide an example with division, but the general
syntax is the same for other operations, and can be looked up at the official Numpy
pages.

Our weather_data array contains precipitation data in millimetres, lets convert

those to metres. To convert millimetres to metres, we need to divide the value by
1000.

In [16]: precip metres = weather data[:, 1]/1ee8

precip metres

Out[16]: array([6.8803, @. , B.0601, 9.08856, 6. » B. s 9. 1

Again we use slicing, to select the second column of the array, and divide the
values by 1000. For practice, try to replace precipitation values from the array
weather_f with the ones converted to metres. (you can do the change on the
weather_f array directly)

As for the statistics example, | shall use the most common case, we need to
calculate the average temperature, precipitation, wind speed and snow depth
values for the week. The Numpy function to calculate the average values is called
np.mean(). The basic syntax of np.mean() function is as follows:

np.mean(a, axis=None, dtype=None, out=None, keepdims=<no
value>, * where=<no value>)

For our case, the important part is the axis. Since our goal is to calculate the mean
values for each column, we need to set the axis parameter to 0. Setting the axis to
1, would yield the result row-wise.
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In [24]: mean_values = np.mean{weather_data, axis=8)
mean_values

Out[24]: array([14.88571429, 1.28571429, 1.25714286, ©. 1)

Other statistical functions retain an equal or similar syntax, and can be looked up at
the Statistics section of the official Numpy site.

Bonus content - Speed advantages of Numpy

I've mention that Numpy also has some speed advantages, this probably got you
tempted. Let's see that in action. Is Numpy really that faster than an for loop?

First, we will create an random array of floats, let's say its hourly air temperature
measured at some location in th US. The length of the array is 30 000.

In [57]: hourly temp F = np.random.uniform(low=-28., high=188., size=38888)

len(hourly temp F)
hourly f 1ist = hourly temp F.tolist()

We want to convert those numbers to Celsius degrees. Let's measure the time
needed using a for loop and Python list, and then using Numpy.

In [68]: %¥time
hourly temp C = 1list()
for temp in hourly f list:
hourly temp C.append({temp-32)*(5/9))

Wall time: 4.99 ms

In [61]:  %%time
hourly temp C = (hourly temp F-32)*(5/9)

Wall time: 997 us

So, the time taken using an loop over a Python list took around 5 ms, while using
an Numpy array the same operation took less than 1 ms. So Numpy is in this
specific case around 5 times faster. Also, please consider that this test is not
completely applicable, it really depends on the speed of your computer (CPU) and
the chosen task. Since this is not the main topic of the article, I'll leave it to you to
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check other articles that are covering speed benefits of Numpy, and hopefully, try
it out yourself, on your specific task with your data.

Chapter 7. - Pandas

What is Pandas? Pandas is an extremely popular library built upon Numpy, for
handling tabular data, data manipulation and analysis. Probably the best thing
about Pandas is that it stores data as a Python object with rows and columns, very
similar to data stored in Excel files. Also, this way we can easily visualize our data,
making our job a lot easier then handling data in form of lists or dictionaries. Also,
the advantage over Numpy is that it handles multiple data types (i.e., strings), not
only numerical data, although | need to mention the downside, this makes it slower
in comparison to Numpy.

How to install Pandas?

Well, if using Anaconda, Pandas is preinstalled in the base environment. However,
more often than not, it's good practice to create new environments for your new
projects. To install Pandas in a new environment we activate the environment and
then we type:

conda install pandas

If pip is being used, Pandas can be installed by typing:

pip install pandas

How to import Pandas?

When importing certain libraries, including Pandas, we follow a convention,
basically this means we use well established abbreviations for libraries. In the case
<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>